MPEG-2 as a Transport Network

„How to carry IP datagrams over DVB or DSS direct broadcast satellites“
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ISO/IEC MPEG-2 Standards

- 13818-1 systems definition
- 13818-2 video encoding and compression
- 13818-3 audio encoding and compression
- 13818-4 conformance testing
- 13818-5 simulation software
- 13818-6 command and control (DSMCC)
- 13818-7 new audio formats
- 13818-9 real-time interface
ISO/IEC MPEG-2 Standards

- specifies audio/video coding, compression and multiplexing
- more accurate synchronization of audio, video and data
- permits random access and identification of information carried in a stream
- procedures to support user access control
- defines error protection mechanisms

MPEG-2 Standards

- ITU (formerly CCITT) adopted the Video specification as ITU-T H.262
- ITU adopted the Systems specification as ITU-T H.222.1 as part of the Broadband-ISDN audio-visual telecom. terminal
- EBU defined DVB based on MPEG-2
- GA/ATCS also based on MPEG-2
MPEG-2/DVB
storage & distribution

- digital storage media (DSM)
- cable distribution networks
- terrestrial broadcasting
- direct broadcast satellites
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The Transport Stream Multiplex

Transport Stream - Asynchronous TDM

<table>
<thead>
<tr>
<th>video</th>
<th>audio</th>
<th>video</th>
<th>video</th>
<th>audio</th>
<th>video</th>
<th>data</th>
</tr>
</thead>
</table>

Transport Stream packet (cell)

Video and Audio Encoding

- video encoder
- audio encoder
- digital transmission system

IS 13818-2.. IS 13818-1
Video and Audio Decoding

- digital transmission system
- video decoder
- audio decoder

MPEG-2 Coding (13818-2, -3)

- extends MPEG-1 to cover a wider range of applications
- maintains upward compatibility with MPEG-1
- primary target: all-digital transmission of broadcast-quality video at bit rates of 4 - 9 (1.5 ... 60) Mbps
MPEG-2 Video Bitstream

- Sequence Header
- Video Sequence Layer
  - MPEG-1 Bitstream
  - Sequence End Code
- Sequence Extension
  - Extension and User
- GOP Header
  - Extension and User
- Picture Header
  - Pict. Coding Extension
  - Extension and User
  - Slice Layer
  - Macroblock Layer
  - Block Layer
- Sequence End
Frame Transmission and Display

- MPEG-2 uses three types of coded pictures:
  - I-frame: Intra Picture
  - P-frame: Predicted Picture
  - B-frame: Bidirectional Picture

<table>
<thead>
<tr>
<th>Display Order</th>
<th>Transmit Order</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>2</td>
<td>3</td>
</tr>
<tr>
<td>3</td>
<td>4</td>
</tr>
<tr>
<td>4</td>
<td>2</td>
</tr>
<tr>
<td>5</td>
<td>6</td>
</tr>
<tr>
<td>6</td>
<td>7</td>
</tr>
<tr>
<td>7</td>
<td>5</td>
</tr>
</tbody>
</table>
Transport Stream packet (cell) and header structure

- Header structure of the TS cell:
  - Sync byte
  - 13-bit PID
  - 2-bit transport_scrambling_control
  - 2-bit adaption-field control
  - 1-bit payload_unit_start_indicator
  - 1-bit transport_packet_error_indicator
  - 4-bit continuity_counter
  - 4-bit adaptation_field

ATM Cell

- Header structure at UNI:
  - 5 bytes
  - GFC
  - VPI
  - VCI
  - PTI
  - HEC
  - CLP

- Header structure at NNI:
  - VPI
  - VCI
  - PTI
  - HEC
**Signaling Start-/End_of_payload_unit**

**ATM/AAL5**
- VPI
- VCI

**MPEG2/TS Packet**
- 0x47
- PID

(payload_unit_start_indicator PUSI adaptation field control AFC)

*A possible signaling convention for “private” data streams*

<table>
<thead>
<tr>
<th>1 01</th>
<th>First byte of a payload unit in this cell</th>
</tr>
</thead>
<tbody>
<tr>
<td>0 01</td>
<td>payload unit is in this cell is a continuation</td>
</tr>
<tr>
<td>0 11</td>
<td>End of a payload unit is in this cell</td>
</tr>
<tr>
<td>1 11</td>
<td>End of a payload unit in this cell, followed by start of a new payload unit</td>
</tr>
</tbody>
</table>

**B-ISDN Virtual Path/Circuit**
**MPEG-2 Program Stream**

- the MPEG-2 "program" stream consists of one or more audio and/or video streams multiplexed together
- the audio and video streams have a common time base and can be decoded (and presented) in synchronization
- data from the audio and video streams is carried in PES packets

**MPEG-2 "program"**

```
audio  →  PID_1 (program map table)
video  →  PID_2 (video)
data    →  PID_3 (audio_L)
timing →  PID_4 (audio_R)
          →  PID_5 (data)
          ↓  PCR - timing info
```
Packetized Elementary Stream - PES

- video and audio data is carried in PES packets
- PES packets are transmitted in fixed length Transport Stream cells
- other data (SI tables, private data) is also carried in TS cells
- this corresponds to a layered protocol architecture

Segmentation and Reassembly Layer of ATM

AAL – ATM Adaptation Layer

CS – Convergence Sublayer

SSCS - service specific CS

CPCS - common part CS

SAR - segmentation and reassembly
### AAL5 packet structure

<table>
<thead>
<tr>
<th>CPCS - PDU payload</th>
<th>PAD</th>
<th>UU</th>
<th>CPI</th>
<th>Length</th>
<th>CRC_32</th>
</tr>
</thead>
<tbody>
<tr>
<td>0 .. 47</td>
<td>1</td>
<td>1</td>
<td>2</td>
<td>4</td>
<td></td>
</tr>
</tbody>
</table>

- **CRC**: cyclic redundancy check
- **Length**: of the CPCS-PDU payload
- **CPI**: common part indicator

- **UU**: CPCS user-to-user indication
- **PAD**: padding
- **payload**: 1..65535 bytes of user data

### PES Packet Structure

- **start code**: 3 bytes
- **stream id**: 1 byte
- **PES packet length**: 2 bytes
- **PES packet data bytes**: Max 65 kbytes

- **optional PES header**
- **flags**: 7 flags
- **PES header data length**: byte
- **stuffing bytes**: 2 bytes
- **original or copy copyright**: 10 bits
- **Data alignment**: PES priority
- **optional fields**:
**Program Specific and System Internal Information (PSI, SI)**

- The PID field defines individual pipes carrying control info and data
- PID 00 carries the Program Association Table sections (Sections)
- for every „program“ a PID is allocated which carries the Program Map Table (Sections)
- the PMT defines the PID values for the data streams (PES)
Table Section Packet Structure

<table>
<thead>
<tr>
<th>table id</th>
<th>section length</th>
<th>table specific fields</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 byte</td>
<td>12 bits</td>
<td>max 1021 bytes</td>
</tr>
</tbody>
</table>

Sections of PA tables, PM tables, CA tables

<table>
<thead>
<tr>
<th>table id</th>
<th>private section length</th>
<th>private data bytes</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 byte</td>
<td>12 bits</td>
<td>max 4093 bytes</td>
</tr>
</tbody>
</table>

Private Sections

SAPs and Payloads

PES packet

payload_unit

Section

SAP

PES

Section

SAP

Transport Stream (cells)

(packets)
**Generic Lower Layers**

- **Network Layer**: routing, flow control
- **Data Link Layer**: error control
- **Physical Layer**: bit transmission

**B-ISDN Reference Model**

- **Control Plane**
  - Higher Layers
  - ATM Adaption Layer (AAL)
  - ATM Layer
  - Physical Layer

- **User Plane**
  - Higher Layers
**MPEG-2 Layers and Planes**

- **Payload_Unit**
- **table Section**
- **PE Stream (PES - Packets)**
- **Transport Stream Packets**
- **TS “cells”**

**A Protocol Reference Model for MPEG-2**

- **Management Plane**
- **Control Plane**
- **User Plane**
- **Table Section**
- **PES**
- **P_U**
- **Payload_Units (packets)**
- **Transport Stream (cells)**
- **FEC, Modulation (-S, -T, -C)**
Tunneling over MPEG TS

- every TS cell carries a 13-bit PID - SAP id
- payload units are automatically segmented into a sequence of TS cells
- the start of a payload unit is indicated by a control bit in the TS cell header
- the end of the payload unit must be determined by the next level of protocol
- there is no SAP field in the header at all and all information is bound to the PID value

Encapsulation Principle

Encapsulation of a data packet for a tunnel. The encapsulation header and, if present also the trailer are inserted at the ingress of the tunnel and removed at the egress.
Tunneling over MPEG TS

- the TS is one-way only i.e. there is no return link at this level
- the TS stream is fairly reliable i.e. the BER is quite low (< $10^{-11}$ under regular conditions)
- three strategies are possible:
  - a PES tunnel (Data Streaming)
  - a Section tunnel (MPE - DSMCC)
  - a TS tunnel (Data Piping)

Mnemonics for Data Types

bslf Bit string, left bit first, where "left" is the order in which bit strings are written in the Recommendation | International Standard. Bit strings are written as a string of 1s and 0s within single quote marks, e.g. '1000 0001'. Blanks within a bit string are for ease of reading and have no significance.

uimsbf Unsigned integer, most significant bit first

The byte order of multi-byte words is most significant byte first.
**Bit Stream Syntax**

uses the "C"-code convention that a variable or expression evaluating to a non-zero value is equivalent to a condition that is TRUE

```c
while ( condition ) {
  data_element
  . . .
}
```

If the condition is true, then the group of data elements occurs next in the data stream. This repeats until the condition is not true.

```c
if ( condition ) {
  data_element
  . . .
}
```

If the condition is true, then the first group of data elements occurs next in the data stream.

```c
for (i = 0;i<n;i++) {
  data_element
  . . .
}
```

The group of data elements occurs n times. Conditional constructs within the group of data elements may depend on the value of the loop control variable i, which is set to zero for the first occurrence, incremented to 1 for the second occurrence, and so forth.

**Formalized Syntax of TS Packet (cell)**

<table>
<thead>
<tr>
<th>Syntax</th>
<th>No. of bits</th>
<th>Mnemonic</th>
</tr>
</thead>
<tbody>
<tr>
<td>transport_packet() {</td>
<td></td>
<td></td>
</tr>
<tr>
<td>sync_byte</td>
<td>8</td>
<td>bslbf</td>
</tr>
<tr>
<td>transport_error_indicator</td>
<td>1</td>
<td>bslbf</td>
</tr>
<tr>
<td>payload_unit_start_indicator</td>
<td>1</td>
<td>bslbf</td>
</tr>
<tr>
<td>transport_priority</td>
<td>1</td>
<td>bslbf</td>
</tr>
<tr>
<td>PID</td>
<td>13</td>
<td>uimsbf</td>
</tr>
<tr>
<td>transport_scrambling_control</td>
<td>2</td>
<td>bslbf</td>
</tr>
<tr>
<td>adaptation_field_control</td>
<td>2</td>
<td>bslbf</td>
</tr>
<tr>
<td>continuity_counter</td>
<td>4</td>
<td>uimsbf</td>
</tr>
</tbody>
</table>
|   if(adaptation_field_control=='10' || adaptation_field_control=='11'){
|     adaptation_field()     |            |          |
|   }
|   if(adaptation_field_control=='01' || adaptation_field_control=='11') {
|     for (i=0;i<N;i++){
|       data_byte            | 8           | bslbf    |
|     }
|   }
|}
# PID Table

<table>
<thead>
<tr>
<th>value</th>
<th>description</th>
</tr>
</thead>
<tbody>
<tr>
<td>0x0000</td>
<td>Program Association Table</td>
</tr>
<tr>
<td>0x0001</td>
<td>Conditional Access Table</td>
</tr>
<tr>
<td>0x0002-0x000F</td>
<td>reserved</td>
</tr>
<tr>
<td>0x0010</td>
<td>...</td>
</tr>
<tr>
<td>0x1FFE</td>
<td>may be assigned as network_PID,</td>
</tr>
<tr>
<td></td>
<td>Program_map_PID, elementary_PID,</td>
</tr>
<tr>
<td></td>
<td>or for other purposes.</td>
</tr>
<tr>
<td>0x1FFF</td>
<td>Null packet</td>
</tr>
</tbody>
</table>

---

# PES Packet - Formalized Syntax

```c
PES_packet() {
    packet_start_code_prefix 24 bslbf
    stream_id 8 uimsbf
    PES_packet_length 16 uimsbf
    if( stream_id != program_stream_map
        && stream_id != padding_stream
        && stream_id != private_stream_2
        && stream_id != ECM
        && stream_id != EMM
        && stream_id != program_stream_directory
        && stream_id != DSMCC_stream
        && stream_id != ITU-T Rec. H.222.1 type E_stream) {
        '10' 2 bslbf
    }
    continued on next slide
```
PES_scrambling_control 2 bslbf
PES_priority 1 bslbf
data_alignment_indicator 1 bslbf
copyright 1 bslbf
original_or_copy 1 bslbf
PTS_DTS_flags 2 bslbf
ESCR_flag 1 bslbf
ES_rate_flag 1 bslbf
DSM_trick_mode_flag 1 bslbf
additional_copy_info_flag 1 bslbf
PES_CRC_flag 1 bslbf
PES_extension_flag 1 bslbf
PES_header_data_length 8 uimsbf
if (PTS_DTS_flags == '10') {
  ...
}

many more lines of definitions - see ISO/IEC 13818-1

else if (stream_id == program_stream_map
  || stream_id == private_stream_2
  || stream_id == ECM
  || stream_id == EMM
  || stream_id == program_stream_directory
  || stream_id == DSMCC_stream)
  || stream_id == ITU-T Rec. H.222.1 type E stream {
    for (i=0;i<PES_packet_length;i++) {
      PES_packet_data_byte 8 bslbf
    }
  }
else if (stream_id == padding_stream) {
  for (i=0;i<PES_packet_length;i++) {
    padding_byte 8 bslbf
  }
}
PES Packet Structure

Start code

Stream id

PES packet length

PES packet data bytes

Optional PES header

Max 65 kbytes

10

PES scrambling control

7 flags

PES header data length stuffing bytes

optional fields

Data alignment PES priority

this „payload_unit“ field can be used to carry a datagram

Stream_Id Values (excerpt)

<table>
<thead>
<tr>
<th>stream_id</th>
<th>Note</th>
<th>stream coding</th>
</tr>
</thead>
<tbody>
<tr>
<td>1011 1100</td>
<td>1</td>
<td>program_stream_map</td>
</tr>
<tr>
<td>1011 1101</td>
<td>2</td>
<td>private_stream_1</td>
</tr>
<tr>
<td>1011 1110</td>
<td>3</td>
<td>padding_stream</td>
</tr>
<tr>
<td>1011 1111</td>
<td>3</td>
<td>private_stream_2</td>
</tr>
<tr>
<td>110x xxxx</td>
<td>1011 1100</td>
<td>ISO/IEC 13818-3 or ISO/IEC 11172-3 audio stream number x xxxx</td>
</tr>
<tr>
<td>1110 xxxx</td>
<td>ITU-T Rec. H.262</td>
<td>ISO/IEC 13818-2 or ISO/IEC 11172-2 video stream number xxxx</td>
</tr>
<tr>
<td>1111 0000</td>
<td>3</td>
<td>ECM_stream</td>
</tr>
<tr>
<td>1111 0001</td>
<td>3</td>
<td>EMM_stream</td>
</tr>
<tr>
<td>...</td>
<td>...</td>
<td>...</td>
</tr>
<tr>
<td>1111 1000</td>
<td>6</td>
<td>ITU-T Rec. H.222.1 type E</td>
</tr>
<tr>
<td>1111 1001</td>
<td>7</td>
<td>ancillary_stream</td>
</tr>
<tr>
<td>1111 1010 ... 1111 1110</td>
<td>reserved data stream</td>
<td></td>
</tr>
<tr>
<td>1111 1111</td>
<td>4</td>
<td>program_stream_directory</td>
</tr>
</tbody>
</table>
### PES Scrambling Control

<table>
<thead>
<tr>
<th>Value</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>00</td>
<td>not scrambled</td>
</tr>
<tr>
<td>01</td>
<td>user defined</td>
</tr>
<tr>
<td>10</td>
<td>user defined</td>
</tr>
<tr>
<td>11</td>
<td>user defined</td>
</tr>
</tbody>
</table>

### Formalized Syntax for Table Section

```plaintext
program_association_section() {
  table_id 8 uimsbf
  section_syntax_indicator 1 bslbf
  '0' 1 bslbf
  reserved 2 bslbf
  section_length 12 uimsbf
  transport_stream_id 16 uimsbf
  reserved 2 bslbf
  version_number 5 uimsbf
  current_next_indicator 1 bslbf
  section_number 8 uimsbf
  last_section_number 8 uimsbf
}
```
for (i=0; i<N;i++) {
    program_number 16 uimsbf
    reserved 3 bslbf
    if(program_number == '0') {
        network_PID 13 uimsbf
    }
    else {
        program_map_PID 13 uimsbf
    }
}
CRC_32 32 rpchof

Table Section Syntax (cont)

Table Section Packet Structure

Table

<table>
<thead>
<tr>
<th>table id</th>
<th>section length</th>
<th>table specific fields</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 byte</td>
<td>12 bits</td>
<td>max 1021 bytes</td>
</tr>
</tbody>
</table>

section

<table>
<thead>
<tr>
<th>table id</th>
<th>private section length</th>
<th>private data bytes</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 byte</td>
<td>12 bits</td>
<td>max 4093 bytes</td>
</tr>
</tbody>
</table>

private indicator

Section syntax indicator

Sections of PA tables, PM tables, CA tables

Private Sections

max 4093 bytes
PMT Section - Formalized Syntax

TS_program_map_section() {
    table_id 8 uimsbf
    section_syntax_indicator 1 bslbf
    '0' 1 bslbf
    reserved 2 bslbf
    section_length 12 uimsbf
    program_number 16 uimsbf
    reserved 2 bslbf
    version_number 5 uimsbf
    current_next_indicator 1 bslbf
    section_number 8 uimsbf
    last_section_number 8 uimsbf
    reserved 3 bslbf
    PCR_PID 13 uimsbf
    reserved 4 bslbf

    continued on next slide
}

PMT Section Syntax (cont.)

    program_info_length 12 uimsbf
    for (i=0; i<N; i++) {
        descriptor()
    }
    for (i=0;i<N1;i++) {
        stream_type 8 uimsbf
        reserved 3 bslbf
        elementary_PID 13 uimsnf
        reserved 4 bslbf
        ES_info_length 12 uimsbf
        for (i=0; i<N2; i++) {
            descriptor()
        }
    }

    CRC_32 32 rphof

    continued on next slide

**Table_Id Assignment**

<table>
<thead>
<tr>
<th>value</th>
<th>description</th>
</tr>
</thead>
<tbody>
<tr>
<td>0x00</td>
<td>program_association_section</td>
</tr>
<tr>
<td>0x01</td>
<td>conditional_access_section(CA_section)</td>
</tr>
<tr>
<td>0x02</td>
<td>TS_program_map_section</td>
</tr>
<tr>
<td>0x03-0x3F</td>
<td>ITU-T Rec. H.222.0</td>
</tr>
<tr>
<td>0x40-0xFE</td>
<td>User private</td>
</tr>
<tr>
<td>0xFF</td>
<td>forbidden</td>
</tr>
</tbody>
</table>

**Private Section - Formalized Syntax**

```c
private_section() {
    table_id 8 uimsbf
    section_syntax_indicator 1 bsbf
    private_indicator 1 bsbf
    reserved 2 bsbf
    private_section_length 12 uimsbf
    if (section_syntax_indicator == '0') {
        for (i=0;i<N;i++) {
            private_data_byte 8 bsbf
        }
    }
}
```

*continued on next slide*
Private Section - Syntax (cont.)

```c
else {
    table_id_extension 16 uimsbf
    reserved 2 bslbf
    version_number 5 uimsbf
    current_next_indicator 1 bslbf
    section_number 8 uimsbf
    last_section_number 8 uimsbf
    for ( i=0;i<private_section_length-9;i++) {
        private_data_byte 8 bslbf
    }
    CRC_32 32 rpchof
}
}
```

EBU DVB Standards

- **SI-DAT** group published standard encapsulation recommendations
  - MPE (multiprotocol encapsulation), tailored after IEEE802 LAN standards
  - „Data Streaming“ (PES encapsulation – managed by EUTELSAT)
  - „Data Piping“ (TS tunnel – managed by EUTELSAT)
- lots of controversy
- industry partially uses private solutions
- IETF might get involved in defining a future, more efficient standard
Table Section Packet Structure

<table>
<thead>
<tr>
<th>table id</th>
<th>section length</th>
<th>table specific fields</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 byte</td>
<td>12 bits</td>
<td>max 1021 bytes</td>
</tr>
</tbody>
</table>

Sections of PA tables, PM tables, CA tables

<table>
<thead>
<tr>
<th>table id</th>
<th>private section length</th>
<th>private data bytes</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 byte</td>
<td>12 bits</td>
<td>max 4093 bytes</td>
</tr>
</tbody>
</table>

Private Sections

Link-level Encapsulation (Tunnel)

Ethernet (old standard)

64 48 48 16 32
preamble Destin.addr Source.addr type body CRC

(Ethernet) CSMA/CD international standard [IEEE/ISO])

64 48 48 16 32
preamble Destin.addr Source.addr lng body CRC
Link-level protocol - LLC

CSMA/CD [IEEE/ISO] Logical Link Control (HDLC-based)

Syntax

```c
datagram_section() {
    table_id 8 uimsbf
    section_syntax_indicator 1 bslbf
    private_indicator 1 bslbf
    reserved 2 bslbf
    section_length 12 uimsbf
    MAC_address_6 8 uimsbf
    MAC_address_5 8 uimsbf
    reserved 2 bslbf
    payload_scrambling_control 2 bslbf
    address_scrambling_control 2 bslbf
    LLC_SNAP_flag 1 bslbf
    current_next_indicator 1 bslbf
    section_number 8 uimsbf
}
```

continued on next slides
SI-DAT Multiprotocol Encapsulation

last_section_number 8 uimsb
MAC_address_4 8 uimsb
MAC_address_3 8 uimsb
MAC_address_2 8 uimsb
MAC_address_1 8 uimsb
if (LLC_SNAP_flag == '1') {
    LLC_SNAP()
} else {
    for (j=0;j<N1;j++) {
        IP_datagram_data Byte 8 bslb
    }
}

continued on next slide

SI-DAT Multiprotocol Encapsulation

if (section_number == last_section_number) {
    for (j=0;j<N2;j++) {
        stuffing_byte 8 bslb
    }
} else {
    if (section_syntax_indicator == '0')
        checksum 32 uimsb
    else {
        CRC_32 32 rpchof
    }
}
Syntax for 
multiprotocol_encapsulation_info structure

Syntax | No. of bits | Mnemonic
-------|-------------|---------
multiprotocol_encapsulation_info () { 
  MAC_address_range  3    uimsbf
  MAC_IP_mapping_flag 1    bslbf
  alignment_indicator 1    bslbf
  reserved 3    bslbf
  max_sections_per_datagram 8    uimsbf
}

## Coding of the MAC_address_range field

<table>
<thead>
<tr>
<th>MAC_address_range</th>
<th>valid MAC_address</th>
</tr>
</thead>
<tbody>
<tr>
<td>0x00</td>
<td>reserved</td>
</tr>
<tr>
<td>0x01</td>
<td>6</td>
</tr>
<tr>
<td>0x02</td>
<td>6,5</td>
</tr>
<tr>
<td>0x03</td>
<td>6,5,4</td>
</tr>
<tr>
<td>0x04</td>
<td>6,5,4,3</td>
</tr>
<tr>
<td>0x05</td>
<td>6,5,4,3,2</td>
</tr>
<tr>
<td>0x06</td>
<td>6,5,4,3,2,1</td>
</tr>
<tr>
<td>0x07</td>
<td>reserved</td>
</tr>
</tbody>
</table>